Python Lists

Python has a great built-in list type named "list". List literals are written within square brackets [ ]. Lists work similarly to strings -- use the len() function and square brackets [ ] to access data, with the first element at index 0.

  colors = ['red', 'blue', 'green']  
  print colors[0]    ## red  
  print colors[2]    ## green  
  print len(colors)  ## 3
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Assignment with an = on lists does not make a copy. Instead, assignment makes the two variables point to the one list in memory.

  b = colors   ## Does not copy the list

![both colors and b point to the one list](data:image/png;base64,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)

The "empty list" is just an empty pair of brackets [ ]. The '+' works to append two lists, so [1, 2] + [3, 4] yields [1, 2, 3, 4] (this is just like + with strings).

FOR and IN

Python's \*for\* and \*in\* constructs are extremely useful, and the first use of them we'll see is with lists. The \*for\* construct -- for **var** in **list** -- is an easy way to look at each element in a list (or other collection). Do not add or remove from the list during iteration.

  squares = [1, 4, 9, 16]  
  sum = 0  
  for num in squares:  
    sum += num  
  print sum  ## 30

If you know what sort of thing is in the list, use a variable name in the loop that captures that information such as "num", or "name", or "url". Since python code does not have other syntax to remind you of types, your variable names are a key way for you to keep straight what is going on.

The \*in\* construct on its own is an easy way to test if an element appears in a list (or other collection) -- **value** in**collection** -- tests if the value is in the collection, returning True/False.

  list = ['larry', 'curly', 'moe']  
  if 'curly' in list:  
    print 'yay'

The for/in constructs are very commonly used in Python code and work on data types other than list, so you should just memorize their syntax. You may have habits from other languages where you start manually iterating over a collection, where in Python you should just use for/in.

You can also use for/in to work on a string. The string acts like a list of its chars, so for ch in s: print ch prints all the chars in a string.

Range

The range(n) function yields the numbers 0, 1, ... n-1, and range(a, b) returns a, a+1, ... b-1 -- up to but not including the last number. The combination of the for-loop and the range() function allow you to build a traditional numeric for loop:

  ## print the numbers from 0 through 99  
  for i in range(100):  
    print i

There is a variant xrange() which avoids the cost of building the whole list for performance sensitive cases (in Python 3000, range() will have the good performance behavior and you can forget about xrange()).

## Accessing Values in Lists

To access values in lists, use the square brackets for slicing along with the index or indices to obtain value available at that index. For example −

#!/usr/bin/python

list1 = ['physics', 'chemistry', 1997, 2000];

list2 = [1, 2, 3, 4, 5, 6, 7 ];

print "list1[0]: ", list1[0]

print "list2[1:5]: ", list2[1:5]

When the above code is executed, it produces the following result −

list1[0]: physics

list2[1:5]: [2, 3, 4, 5]

## Updating Lists

You can update single or multiple elements of lists by giving the slice on the left-hand side of the assignment operator, and you can add to elements in a list with the append() method. For example −

#!/usr/bin/python

list = ['physics', 'chemistry', 1997, 2000];

print "Value available at index 2 : "

print list[2]

list[2] = 2001;

print "New value available at index 2 : "

print list[2]

**Note:** append() method is discussed in subsequent section.

When the above code is executed, it produces the following result −

Value available at index 2 :

1997

New value available at index 2 :

2001